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# 2. Tabla de Contenidos

Propósito: Que el lector encuentre rápidamente una sección específica del documento

# 3. Lista de Figuras

Propósito: Que el lector encuentre rápidamente una figura específica del documento

# 4. Lista de Tablas

Propósito: Que el lector encuentre rápidamente una tabla específica del documento

# 5. Introducción

El documento de Descripción de Diseño de Software (Software Design Description o SDD) es una representación del diseño del software que será utilizada para registrar la información de diseño y comunicar esa información para la construcción del código a partir del diseño [[1](#IEE091)].

Para el caso de SnoutPoint no será la excepción, pues este documento tendrá consignados todos los modelos, diagramas y artefactos de diseño relevantes para la construcción del software, con una correspondiente descripción para que el equipo de análisis y diseño, así como el equipo de desarrollo y pruebas y la gerencia puedan tener una abstracción sobre la composición del sistema en aspectos físicos, lógicos y funcionales, facilitando también la comprensión de como el sistema estará compuesto, que elementos de software y hardware requiere, cómo sería el comportamiento ideal del mismo, como se almacenará y manipulará la información y cuál será la interacción de SnoutPoint con el usuario final.

# 6. Arquitectura

Por medio de la arquitectura del sistema, se busca explicar y mostrar el comportamiento del sistema en términos generales, en un alto nivel de abstracción para poder desarrollar el diseño detallado ([ver Diseño Detallado](#_7._Diseño_Detallado)).

## Vista Lógica del Sistema

Por medio del Diagrama de componentes se mostrará los diferentes artefactos que representan elementos concretos del mundo real que son resultado de los procesos de desarrollo del equipo de análisis y diseño [[2](#UML14)]. Aquí se tienen en cuenta también aspectos de interfaces, puertos y relaciones entre componentes.

En este caso, por tratarse de una página web, se utiliza un patrón de Modelo-Vista-Controlador que facilita el desarrollo en Ruby on Rails [[3](#Ray15)], por lo que los componentes del sistema se encontrarán segmentados entre Modelos, Vistas y Controladores, según el comportamiento buscado y la información mínima que debe tener el sistema según los casos de uso y requerimientos levantados anteriormente.

Propósito: que el desarrollador sepa cuáles con los componentes más gruesos del sistema, sin preocuparse cómo serán instalados en el hardware.

Contenido: Diagrama de Componentes que describa los principales componentes del software y sus interfaces, junto con texto o tablas que expliquen cada parte del diagrama. Si se utilizan algunos patrones arquitectónicos (por ejemplo MVC), éstos deberían ser evidentes en el diagrama.

El diagrama debe incluir como componentes todas las librerías, máquinas virtuales y cualquier otro software requerido por el sistema para su funcionamiento.

Referencias: [4], sección The Development Architecture y The Logical Architecture

## Vista Física del Sistema

Propósito: que el desarrollador sepa cuáles son los componentes físicos (hardware) más importante del sistema y dónde los componentes de software serán instalados.

Contenido: Un Diagrama de Despliegue, junto con texto o tablas que expliquen cada parte del diagrama que no haya sido descrita en la sección 6.1.

Este diagrama debe incluir los mismos componentes que aparecen en la sección 6.1, pero sin describir interfaces, sino enfatizando los lugares donde estarían instalados todos los componentes. Por ese motivo, algunos componentes como librerías, máquinas virtuales, etc., los cuales pueden ser instalados en múltiples computadores, podrían aparecer múltiples veces en este diagrama.

Referencias: [4], secciones The Physical Architecture

## Vista de Procesos del Sistema

Propósito: que el desarrollador sepa cuáles son los principales procesos en los cuales el usuario interactúa con el sistema.

Contenido: Representar a través de diagramas de actividades las principales acciones que los usuarios realizan en el sistema. Estos diagramas deben ser consistentes con el Diagrama de Navegabilidad de la interfaz gráfica. Los diagramas deben ir acompañados de texto o tablas que expliquen cada parte del diagrama.

Los diagramas a utilizar pueden ser de los siguientes tipos:

* Diagramas de Actividad
* Diagrama BPMN
* Diagrama de Estados (del sistema completo)

Puede utilizar más de un tipo de diagrama, pero sin ser redundante en la información presentada. Por ejemplo, evite hacer un diagrama de Actividad y uno de Estados que representen las mismas acciones.

Referencias: [4]

# 7. Diseño Detallado

Propósito: Mostrar los detalles más importantes del diseño de bajo nivel del sistema.

Contenido: Ver subsecciones

## Estructura del Sistema

Propósito: Que el desarrollador comprenda los detalles de la estructura de todos los componentes de software del sistema. Proveer una guía para implementar las clases utilizadas en el software.

Contenido: Para cada componente de software identificado en la sección 6.2, un diagrama de clases acompañado de texto o tablas que lo expliquen. Todas las clases, métodos y asociaciones deben estar explicados.

## Comportamiento del Sistema

Propósito: Que el desarrollador entienda los detalles de cómo cambia el sistema en el tiempo. Proveer una guía para implementar los métodos más complejos de las clases del software.

Contenido: Para cada acción compleja descrita en la sección 6.3, un diagrama de secuencia, de comunicación o de estados que describa cómo se realiza dicha acción. Dichos diagramas de secuencia deben utilizar instancias y métodos de las clases descritas en 7.1.

Incluya diagramas de secuencia sólo para aquellas acciones que sean suficientemente complejas. Por ejemplo, si una acción involucra sólo una o dos llamadas a métodos, no vale la pena describirla en un diagrama.

No describa en estos diagramas lo que sucede dentro de las librerías que Ud. utilice y que no sean de su creación.

## Persistencia

Propósito: Que el desarrollador entienda cómo se van a almacenar los datos del sistema en forma persistente. Proveer una guía para crear las bases de datos, archivos u otros medios de almacenamiento persistentes utilizados por el software.

Contenido: Diagramas que describan la forma en que la información será almacenada, ya sea en bases de datos, archivos, etc. Los diagramas que se pueden usar son: Diagramas E-R, Diagramas Relacionales o Diagramas de Clases con estereotipos [5]. Los elementos de los diagramas deben ser descritos en párrafos o tablas.

## Interfaz de Usuario

Propósito: Que el desarrollador entienda todos los detalles de la interfaz de usuario. Contenido: Diagramas que expliquen las principales pantallas de la interfaz gráfica y la navegación entre ellas. Por ejemplo, diagramas de navegación, diagramas de estado, Diagramas de Flujo de Interfaz de Usuario [6]. Todos los diagramas deben ir acompañados de texto o tablas que expliquen sus componentes

Nota: El concepto de interfaz de usuario es más general que el de interfaz gráfica, por lo cual en una situación real podría ser necesario describir aspectos adicionales al de la interfaz gráfica. Para efectos de esta entrega sólo se le pide especificar esto último.
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